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# Objectives

The purpose of this lecture is to study numerical methods of solving systems of ordinary differential equations and approaches to their parallelization.

# Abstract

This lecture is dedicated to solving systems of ordinary differential equations using the Adams, Euler and Runge–Kutta methods. It discusses the issues of local error control. The lecture also describes the numerical methods to solve systems of ordinary differential equations and the method of partial discretization of partial differential equations. It also describes approaches to parallelization of methods to solve ODE systems.

# Guidelines

This lecture is dedicated to numerical methods of solving systems of ordinary differential equations (ODE). Differential equations (both ordinary and partial) are often used to describe various phenomena and processes around us. Motion path computation for planets and Earth satellites, determination of structural characteristics of engineering facilities and weather forecasting - these are only a few problems whose mathematical models are formalized in differential equations. Although they look simple, only some special ODE types can be solved analytically.
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The most basic method of ODE numerical solution is the Euler method. Use the step size ![](data:image/x-wmf;base64,183GmgAAAAAAAMAIQAIACQAAAACRVAEACQAAA1EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQALACBIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+ACAAA5gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AvPASAKpJ4XVAkeR11xZmcAQAAAAtAQAACAAAADIKgAHGBwEAAABueQgAAAAyCoABJAUBAAAAeHkIAAAAMgqAAe8CAQAAAGJ5CAAAADIKgAE6AAEAAABoeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC88BIAqknhdUCR5HXXFmZwBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoABIAcBAAAAL3kIAAAAMgqAAW0GAQAAACl5CAAAADIKgAFxAgEAAAAoeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC88BIAqknhdUCR5HXXFmZwBAAAAC0BAAAEAAAA8AEBAAgAAAAyCuABzwUBAAAAMHkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdRcmCnjwXCsAvPASAKpJ4XVAkeR11xZmcAQAAAAtAQEABAAAAPABAAAIAAAAMgqAAfcDAQAAAC15CAAAADIKgAFPAQEAAAA9eQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAHDXFmZwAAAKADgAigEAAAAAAAAAANjyEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA) and set![](data:image/x-wmf;base64,183GmgAAAAAAAAAHQAIACQAAAABRWwEACQAAAzkBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAIABxIAAAAmBg8AGgD/////AAAQAAAAwP///6b////ABgAA5gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AvPASAKpJ4XVAkeR1BiJmJwQAAAAtAQAACAAAADIKgAGTBQIAAABpaAgAAAAyCoAB8gIBAAAAeGgIAAAAMgqAAUwAAQAAAHhoHAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALzwEgCqSeF1QJHkdQYiZicEAAAALQEBAAQAAADwAQAACAAAADIK4AH0AAEAAABpaBwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB11xYKavBcKwC88BIAqknhdUCR5HUGImYnBAAAAC0BAAAEAAAA8AEBAAgAAAAyCoABfgQBAAAAK2gIAAAAMgqAAbgBAQAAAD1oHAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALzwEgCqSeF1QJHkdQYiZicEAAAALQEBAAQAAADwAQAACAAAADIK4AGdAwEAAAAwaAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtACcGImYnAAAKADgAigEAAAAAAAAAANjyEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA), i=0,1,…,*n* as mesh points. The Euler method formula can be derived by representing the *u(х)* function as its Taylor series. The local truncation error of Euler methodis *O(h2)* while its global truncation error is *O(h)*. The lecture derives a modified Euler method formula whose global truncation error is *O(h2)*. The method disadvantage, similar to other high order methods based on *u(х)* representation as a Taylor series and successive differentiation of the equation to obtain Taylor coefficients, is the necessity to compute partial derivatives of *f(x,u)* at each step. This operation may be quite difficult; plus, high-order methods are usually have more computational effort than simpler algorithms that do not use partial derivatives.
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The following issue covered by this lecture is another approach to ODE solving, i. e. the Adams method. At the *ith* method step several approximations *vi* of the solution *u(x)* within a uniform mesh![](data:image/x-wmf;base64,183GmgAAAAAAAAAHQAIACQAAAABRWwEACQAAAzkBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAIABxIAAAAmBg8AGgD/////AAAQAAAAwP///6b////ABgAA5gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AvPASAKpJ4XVAkeR1BiJmJwQAAAAtAQAACAAAADIKgAGTBQIAAABpaAgAAAAyCoAB8gIBAAAAeGgIAAAAMgqAAUwAAQAAAHhoHAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALzwEgCqSeF1QJHkdQYiZicEAAAALQEBAAQAAADwAQAACAAAADIK4AH0AAEAAABpaBwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB11xYKavBcKwC88BIAqknhdUCR5HUGImYnBAAAAC0BAAAEAAAA8AEBAAgAAAAyCoABfgQBAAAAK2gIAAAAMgqAAbgBAQAAAD1oHAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALzwEgCqSeF1QJHkdQYiZicEAAAALQEBAAQAAADwAQAACAAAADIK4AGdAwEAAAAwaAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtACcGImYnAAAKADgAigEAAAAAAAAAANjyEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA) are considered to have been found, so the computation rule for the following approximation *vi*+1 is to be derived. For this purpose, the equation is integrated within the segment [*xi, xi*+1], and *f(x,u(x))* is interpolated by a polynomial of degree *k*. Depending on the set of points used for interpolation, i. e. the point *xj, j = ik,…, i* or the point *xj, j=ik*+1*,…, I*1, the method is called either the extrapolation Adams-Bashforth method or the interpolation Adams-Moulton method. The local truncation error of Adams-Bashforth method is *O(hk+2)* while its global truncation error is *O(hk+1)*. The *number of method steps* corresponds to the number of right-hand function values used in the computing formula. In case of the Adams-Bashforth methods, the number of method steps equals its order of accuracy; as for the Adams-Moulton methods, the number of steps is one less than the order of accuracy (except for the case when *k*= 0). The important difference between the extrapolation and interpolation Adams methods is that the extrapolation methods are explicit and the interpolation ones are implicit. This is why the interpolation Adams-Moulton methods can be used only in some particular cases, e. g. in case of *u* linearity of *f(x,u)*.

As a rule, both explicit and implicit methods (of the same or adjacent orders) are used together thus making *predictor-corrector* methods. These methods consist in prediction of the solution in the design point *xi+1* using an explicit formula resulting in a rough approximation of the desired solution which is then corrected using an implicit formula with the predicted value in its right-hand part. As with the Adams method of any order only one new function value (or two if a predictor-corrector scheme is used) is to be computed to implement one step, the Adams methods of a relatively high order will be good for construction of the solution. However, this entails the problem of computing the first *m*1 so called accelerating values *v1,…, vm*1. To obtain them, the Runge-Kutta method with one step can be used.
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Parallelization of methods to solve ODE systems is discussed further. Thus, the Euler method parallelization is generally possible only at the level of a single method iteration. If all the system equations are grouped into blocks whose number is equal to that of program threads, each thread will compute the solution components only within the respective block. The proposed scheme requires thread synchronization after one iteration, so it will be efficient only in case the right-hand part ![](data:image/x-wmf;base64,183GmgAAAAAAACAFAAIBCQAAAAAwWQEACQAAA+kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAIgBRIAAAAmBg8AGgD/////AAAQAAAAwP///8b////gBAAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAKpJTHdAkU93FiNmiQQAAAAtAQAACAAAADIKYAFdBAEAAAApeQgAAAAyCmABpAIBAAAALHkIAAAAMgpgAVoBAQAAACh5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuABTxEgCqSUx3QJFPdxYjZokEAAAALQEBAAQAAADwAQAACAAAADIKYAETAwEAAABVeQgAAAAyCmAB9gEBAAAAeHkIAAAAMgpgAUYAAQAAAEZ5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AiRYjZokAAAoAOACKAQAAAAAAAAAAMPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) is difficult to compute. Otherwise, most of the time will be dedicated to parallelism-related overheads and the program will demonstrate low efficiency.
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As the matrix A is sparse, arguments of the function *fi* in the right-hand part of the equation will lie only in a certain neighbourhood of *i*. Then we shall introduce the notion of the *access distance d(F)* which is the smallest integer, for which any function ![](data:image/x-wmf;base64,183GmgAAAAAAAGAFYAIBCQAAAAAQWQEACQAAAxUBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAJgBRIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8gBQAABgIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAKpJTHdAkU93SBpm1QQAAAAtAQAACAAAADIKgAGaBAEAAAApeQgAAAAyCoAB4QIBAAAALHkIAAAAMgqAAZcBAQAAACh5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuABTxEgCqSUx3QJFPd0gaZtUEAAAALQEBAAQAAADwAQAACAAAADIKgAFQAwEAAABVeQgAAAAyCoABMwIBAAAAeHkIAAAAMgqAAYIAAQAAAGZ5HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuABTxEgCqSUx3QJFPd0gaZtUEAAAALQEAAAQAAADwAQEACAAAADIK4AEoAQEAAABqeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtANVIGmbVAAAKADgAigEAAAAAAQAAADDzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) from the right-hand part can access only the subset ![](data:image/x-wmf;base64,183GmgAAAAAAAMAIYAIBCQAAAACwVAEACQAAA1sBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYALACBIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+ACAAABgIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAKpJTHdAkU93lxZmPAQAAAAtAQAACAAAADIKgAHtBwEAAAB9eQoAAAAyCoABVgMFAAAALC4uLiwACAAAADIKgAEWAAEAAAB7LhwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAU8RIAqklMd0CRT3eXFmY8BAAAAC0BAQAEAAAA8AEAAAgAAAAyCuABbAcBAAAAYi4IAAAAMgrgAYcGAQAAAGouCAAAADIK4AHDAgEAAABiLggAAAAyCuAB4gEBAAAAai4cAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAKpJTHdAkU93lxZmPAQAAAAtAQAABAAAAPABAQAIAAAAMgqAAW8FAQAAAHcuCAAAADIKgAHKAAEAAAB3LhwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB3oxkKSHDaJgAU8RIAqklMd0CRT3eXFmY8BAAAAC0BAQAEAAAA8AEAAAgAAAAyCuAB4QYBAAAAKy4IAAAAMgrgATwCAQAAAC0uCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0APJcWZjwAAAoAOACKAQAAAAAAAAAAMPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) of the vector *U* components. If the access distance is restricted, i. e.*d(F) << n*, computations can be pipelined. The lecture demonstrates a pipelined computation scheme for the fourth-order Runge-Kutta method. In this case, if all system equations are grouped into ![](data:image/x-wmf;base64,183GmgAAAAAAAOABIAICCQAAAADTXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIALgARIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+gAQAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIg/wAAAAAAAJABAQAAzAQCABBUaW1lcyBOZXcgUm9tYW4AUOASAHlIP3dAkUJ3QRhmVgQAAAAtAQAACAAAADIK4AH/AAEAAABCeRwAAAD7AoD+AAAAAAAAkAEBAADMBAIAEFRpbWVzIE5ldyBSb21hbgBQ4BIAeUg/d0CRQndBGGZWBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoABOgABAAAAbnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQBWQRhmVgAACgA4AIoBAAAAAAAAAABs4hIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) blocks whose number is equal to that of threads, computation of the block of functions ![](data:image/x-wmf;base64,183GmgAAAAAAAOAHIAIBCQAAAADQWwEACQAAA0MBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIALgBxIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+gBwAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AvPASAKpJTHdAkU93px1mOAQAAAAtAQAACAAAADIKgAENBwEAAAB9eQoAAAAyCoABnwMFAAAALC4uLiwACAAAADIKgAEEAwEAAAAxLggAAAAyCoABgAIBAAAAey4cAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AvPASAKpJTHdAkU93px1mOAQAAAAtAQEABAAAAPABAAAIAAAAMgrgAXEGAQAAAEIuHAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALzwEgCqSUx3QJFPd6cdZjgEAAAALQEAAAQAAADwAQEACAAAADIKgAGyBQEAAABuLggAAAAyCoABTAABAAAASi4cAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd6kGCobQ1SAAvPASAKpJTHdAkU93px1mOAQAAAAtAQEABAAAAPABAAAIAAAAMgqAAXoBAQAAAD0uCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AOKcdZjgAAAoAOACKAQAAAAAAAAAA2PISAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) requires the use of *J*–1*, J* and *J*+1 only (except for the case of adjacent blocks). For this purpose, only ![](data:image/x-wmf;base64,183GmgAAAAAAAGAGIAIBCQAAAABQWgEACQAAAzkBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAJgBhIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8gBgAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAzAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlIP3dAkUJ3IxdmqwQAAAAtAQAACAAAADIKgAGjBQEAAAApeQgAAAAyCoABgQMBAAAAKHkcAAAA+wIg/wAAAAAAAJABAQAAzAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlIP3dAkUJ3IxdmqwQAAAAtAQEABAAAAPABAAAIAAAAMgrgAdwEAQAAAEJ5HAAAAPsCgP4AAAAAAACQAQEAAMwEAgAQVGltZXMgTmV3IFJvbWFuABTxEgB5SD93QJFCdyMXZqsEAAAALQEAAAQAAADwAQEACAAAADIKgAELBAEAAABueQgAAAAyCoABYQIBAAAAT3kIAAAAMgqAAToAAQAAAG55HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHcxGArsWFNsABTxEgB5SD93QJFCdyMXZqsEAAAALQEBAAQAAADwAQAACAAAADIKgAFIAQEAAAAreQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAKsjF2arAAAKADgAigEAAAAAAAAAADDzEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA) stored values are enough.

# Recommendations for Students

Study [1 – 3] for detailed descriptions of the numerical methods of solving ODEs and ODE systems, method error analysis and method step size control procedures.
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# Practice

1. Implement the Euler method and the Runge-Kutta second-order and fourth-order methods. Implement the methods to solve a first-order test equation, compare the solutions and errors. Compare runtimes.
2. Implement the Adams-Bashforth and Adams-Moulton methods. Implement the methods to solve a first-order test equation, compare the solutions and errors. Compare the results to those of Task 1.
3. Implement the Euler method and the Runge-Kutta second-order and fourth-order methods to solve ODE systems. Use these methods to solve a first-order test system. Compare the runtime and truncation errors.
4. Parallelize the implemented ODE system numerical solution methods. Evaluate efficiency of the implementations.
5. Implement the partial discretization method to solve the heat transfer problem. Apply it to the test problem. Parallelize the program using a pipelined scheme. Evaluate efficiency of the parallel version.

# Test

1. What is the Euler method local truncation error order for the step size *h*?
   1. First
   2. + Second
   3. Third
2. What is the main disadvantage of the correcter Euler method?
   1. Low approximation order
   2. +Necessity to compute partial derivatives of *f(x,u)* at each step
   3. Necessity of multiple computations of the *f(x,u)* value at each step
3. The Runge-Kutta method is called *m-stage* if...
   1. It approximates ODE solution at the order *m*
   2. Its numerical solution requires a mesh of *m* points
   3. +To obtain *vi*, the right-hand part function value is to be computed *m* times
4. How, according to Runge’s rule, will the numerical method step *h* change if the auxiliary value *S* fulfills the condition of ![](data:image/x-wmf;base64,183GmgAAAAAAAAAIgAIBCQAAAACQVAEACQAAA80BAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAIACBIAAAAmBg8AGgD/////AAAQAAAAwP///7f////ABwAANwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJaACQEBQAAABMCJgIkBAUAAAAUAloATwUFAAAAEwImAk8FHAAAAPsCgP4AAAAAAACQAQEAAAIEAgAQU3ltYm9sAHeYHgqwYGUeABTxEgCqSUx3QJFPd2kPZnEEAAAALQEBAAgAAAAyCqAB2QYBAAAAZXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd34gCnpAZR4AFPESAKpJTHdAkU93aQ9mcQQAAAAtAQIABAAAAPABAQAIAAAAMgqgAcIFAQAAAKN5CAAAADIKoAHtAgEAAAA8eRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB3mB4KsWBlHgAU8RIAqklMd0CRT3dpD2ZxBAAAAC0BAQAEAAAA8AECAAgAAAAyCvQApQEBAAAAK3kcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAKpJTHdAkU93aQ9mcQQAAAAtAQIABAAAAPABAQAIAAAAMgqgAVgEAQAAAFN5HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuABTxEgCqSUx3QJFPd2kPZnEEAAAALQEBAAQAAADwAQIACAAAADIK9AAeAQEAAABweRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAU8RIAqklMd0CRT3dpD2ZxBAAAAC0BAgAEAAAA8AEBAAgAAAAyCvQAHgIBAAAAMXkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAKpJTHdAkU93aQ9mcQQAAAAtAQEABAAAAPABAgAIAAAAMgqgAToAAQAAADJ5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AcWkPZnEAAAoAOACKAQAAAAACAAAAMPMSAAQAAAAtAQIABAAAAPABAQADAAAAAAA=)?
   1. The step will double
   2. The step will be halved
   3. +The step will remain the same
5. What function is interpolated by the polynomial at the *ith* step of the Adams methods?
   1. *+ f*(*x*,*u*(*x*))
   2. *u*(*x*)
   3. ![](data:image/x-wmf;base64,183GmgAAAAAAAEAJ4AQBCQAAAACwUwEACQAAA+0BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4ARACRIAAAAmBg8AGgD/////AAAQAAAAwP///73///8ACQAAnQQAAAsAAAAmBg8ADABNYXRoVHlwZQAAEAEcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAd2gYCriQFx0AFPESAHlIP3dAkUJ3ChhmWQQAAAAtAQAACAAAADIKSgOfAAEAAADyeRwAAAD7AmD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB36xUKVbAXHQAU8RIAeUg/d0CRQncKGGZZBAAAAC0BAQAEAAAA8AEAAAgAAAAyCiYB6gABAAAAK3kcAAAA+wJg/wAAAAAAAJABAAAAzAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlIP3dAkUJ3ChhmWQQAAAAtAQAABAAAAPABAQAIAAAAMgomAUMBAQAAADF5HAAAAPsCgP4AAAAAAACQAQAAAMwEAgAQVGltZXMgTmV3IFJvbWFuABTxEgB5SD93QJFCdwoYZlkEAAAALQEBAAQAAADwAQAACAAAADIKwAJ4BgIAAAApKQgAAAAyCsACKAUBAAAAKCkIAAAAMgrAAtIDAQAAACwpCAAAADIKwAKIAgEAAAAoKRwAAAD7AmD/AAAAAAAAkAEBAADMBAIAEFRpbWVzIE5ldyBSb21hbgAU8RIAeUg/d0CRQncKGGZZBAAAAC0BAAAEAAAA8AEBAAgAAAAyCiYBqgABAAAAaSkIAAAAMgqYBP8AAQAAAGkpHAAAAPsCIP8AAAAAAACQAQEAAMwEAgAQVGltZXMgTmV3IFJvbWFuABTxEgB5SD93QJFCdwoYZlkEAAAALQEBAAQAAADwAQAACAAAADIK7gBHAAEAAAB4KQgAAAAyCmAEnAABAAAAeCkcAAAA+wKA/gAAAAAAAJABAQAAzAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlIP3dAkUJ3ChhmWQQAAAAtAQAABAAAAPABAQAIAAAAMgrAAoAHAgAAAGR4CAAAADIKwALEBQEAAAB4eAgAAAAyCsACVgQBAAAAdXgIAAAAMgrAAiQDAQAAAHh4CAAAADIKwALCAQEAAABmeAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAFkKGGZZAAAKADgAigEAAAAAAQAAADDzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)
6. What is the local truncation error of the Adams-Bashforth method when a *k*-th order polynomial is used to interpolate functions and a meshsized *h*?
   1. + *O*(*hk*+2)
   2. *O*(*hk*+1)
   3. *O*(*hk*)
7. What is the main idea of predictor-corrector methods?
   1. + An approximate problem solution is computed in the design point *xi+1* using an explicit formula and corrected using an implicit formula with the predicted value in its right-hand part.
   2. An approximate problem solution is computed in the design point *xi+1* using an implicit formula and corrected using an explicit formula with the predicted value in its right-hand part.
   3. An approximate problem solution is computed in the design point *xi+1* using an explicit formula and corrected using the Adams-Bashforth method.
8. When the Euler or the second-order Runge-Kutta method can be efficiently parallelized to solve ODE systems by distribution of the vector *V* components among the threads?
   1. In case of a greater order of the system *n*
   2. In case of fast right-hand part computation ![](data:image/x-wmf;base64,183GmgAAAAAAACAFAAIBCQAAAAAwWQEACQAAA+kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAIgBRIAAAAmBg8AGgD/////AAAQAAAAwP///8b////gBAAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAzAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlIFHdAkRd37AhmFQQAAAAtAQAACAAAADIKYAFaBAEAAAApeQgAAAAyCmABpAIBAAAALHkIAAAAMgpgAVoBAQAAACh5HAAAAPsCgP4AAAAAAACQAQEAAMwEAgAQVGltZXMgTmV3IFJvbWFuABTxEgB5SBR3QJEXd+wIZhUEAAAALQEBAAQAAADwAQAACAAAADIKYAEQAwEAAABVeQgAAAAyCmAB9gEBAAAAeHkIAAAAMgpgAUYAAQAAAEZ5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AFewIZhUAAAoAOACKAQAAAAAAAAAAMPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)
   3. +When the right-hand part of the system![](data:image/x-wmf;base64,183GmgAAAAAAACAFAAIBCQAAAAAwWQEACQAAA+kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAIgBRIAAAAmBg8AGgD/////AAAQAAAAwP///8b////gBAAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAzAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlIFHdAkRd37AhmFQQAAAAtAQAACAAAADIKYAFaBAEAAAApeQgAAAAyCmABpAIBAAAALHkIAAAAMgpgAVoBAQAAACh5HAAAAPsCgP4AAAAAAACQAQEAAMwEAgAQVGltZXMgTmV3IFJvbWFuABTxEgB5SBR3QJEXd+wIZhUEAAAALQEBAAQAAADwAQAACAAAADIKYAEQAwEAAABVeQgAAAAyCmAB9gEBAAAAeHkIAAAAMgpgAUYAAQAAAEZ5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AFewIZhUAAAoAOACKAQAAAAAAAAAAMPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) is difficult to compute
9. Which difference scheme corresponds to the use of the implicit Euler method to solve an ODE system resulting from partial discretization of the heat equation?
   1. Explicit difference scheme
   2. +Implicit difference scheme
   3. Crank-Nicolson scheme
10. When does an ODE system allow pipelined parallelization?
    1. If the system matrix *A* is a band matrix
    2. +Any function ![](data:image/x-wmf;base64,183GmgAAAAAAAIAFYAIBCQAAAADwWQEACQAAAxUBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAKABRIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9ABQAABgIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/gAAAAAAAJABAAAAzAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlIFHdAkRd3dRZmWQQAAAAtAQAACAAAADIKgAG7BAEAAAApeQgAAAAyCoABBQMBAAAALHkIAAAAMgqAAbsBAQAAACh5HAAAAPsCgP4AAAAAAACQAQEAAMwEAgAQVGltZXMgTmV3IFJvbWFuABTxEgB5SBR3QJEXd3UWZlkEAAAALQEBAAQAAADwAQAACAAAADIKgAFxAwEAAABVeQgAAAAyCoABVwIBAAAAeHkIAAAAMgqAAYIAAQAAAGZ5HAAAAPsCIP8AAAAAAACQAQEAAMwEAgAQVGltZXMgTmV3IFJvbWFuABTxEgB5SBR3QJEXd3UWZlkEAAAALQEAAAQAAADwAQEACAAAADIK4AE6AQEAAABqeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAFl1FmZZAAAKADgAigEAAAAAAQAAADDzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) from the right-hand part has access only to the subset ![](data:image/x-wmf;base64,183GmgAAAAAAAAAJYAIACQAAAABxVQEACQAAA1sBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAIACRIAAAAmBg8AGgD/////AAAQAAAAwP///6b////ACAAABgIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/gAAAAAAAJABAAAAzAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlIFHdAkRd3dhZm7wQAAAAtAQAACAAAADIKgAEaCAEAAAB9eQoAAAAyCoABbgMFAAAALC4uLiwACAAAADIKgAEWAAEAAAB7LhwAAAD7AiD/AAAAAAAAkAEBAADMBAIAEFRpbWVzIE5ldyBSb21hbgAU8RIAeUgUd0CRF3d2FmbvBAAAAC0BAQAEAAAA8AEAAAgAAAAyCuABhwcBAAAAYi4IAAAAMgrgAa4GAQAAAGouCAAAADIK4AHJAgEAAABiLggAAAAyCuAB9AEBAAAAai4cAAAA+wKA/gAAAAAAAJABAQAAzAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlIFHdAkRd3dhZm7wQAAAAtAQAABAAAAPABAQAIAAAAMgqAAYQFAQAAAHcuCAAAADIKgAHKAAEAAAB3LhwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAB3eRYKL6iiKwAU8RIAeUgUd0CRF3d2FmbvBAAAAC0BAQAEAAAA8AEAAAgAAAAyCuABAgcBAAAAKy4IAAAAMgrgAUgCAQAAAC0uCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0A73YWZu8AAAoAOACKAQAAAAAAAAAAMPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) of the vector *U* components and the access distance *d(F)<<n.*
    3. If the system matrix *A* is sparse